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1. Describa la formulación del problema NP-Hard Domatic Number, por enunciado y por parámetros.

Parametros: un grafo G= (V,E), entero positivo K ≤ |V|, D vértices dominantes de V.

Enunciado: Numero domatico de un grafo es el número de conjuntos de vértices disjuntos K de un grafo G=(V,E) donde V puede ser dividido en K conjuntos disjuntos o tal que cada conjunto es un conjunto dominante de G.

1. Diseñe dos casos significativos propios de tu problema NP-H gráficamente y explíquelos.

* Upper Bounds

En un grafo G, sea el grado mínimo de los vértices d, K es como mucho d+1, ejemplo:

Ejemplo:
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El número domatico del grafo anterior es 3, ya que se pueden formar tres grupos disjuntos de vértices o en particiones domaticas.

Ejemplo:

Si en un grafo no hay vértices aislados, en número de conjuntos de vértices disjuntos K como mucho es 2, esto se ve claramente en los grafos 2-Colored o bipartidos, ejemplo:

![](data:image/png;base64,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)

1. Investigar históricamente el avance del problema NP-Hard (Domatic Niumber) con relación a la resolución del problema teniendo en cuenta el tiempo y el espacio( utilice el referenciado ZOTERO con la metodología IEEE)

Se han trabajado este problema desde la década de los 50, sin embargo, no se ha llegado a un algoritmo eficiente que permita resolver este problema de la mejor manera. Sin embargo, se han presentado posibles soluciones. En busca de mayor eficiencia en la resolución del problema sin mucho éxito.

Las soluciones computarizadas para determinar el número domatico aun están siendo estudiadas matemáticamente, tal como se muestran en los artículos referenciados en este documento.

No obstante, pude desarrollar la aplicación que permite determinar el número domatico de un grafo ya sea conexo o no conexo.



domaticNumber(){

boolean sw=false;

boolean sw2=false

ArrayList adya

MQ(!sw2){

i=0;

sw=false;

Restablecer verG; (No reiniciar en cero, se debe volver a crear)

Limpiar adya;

MQ(sw = false && i < vertices.size){

SI(!adya.contains(vertices.get(i)) && !verG.contains(vertices.get(i)) && !verifEstaEnGrupo(vertices.get(i))){

Para(j = 0; j < aristas.size; j++)

SI(aristas.get(j).substring(0,1).equals(vertices.get(i))){

adya.add(aristas.get(j).substring(1,2))

SINO

SI(aristas.get(j).substring(1,2).equals(vertices.get(i))){

adya.add(aristas.get(j).substring(0,1))

FINSI

Fin para

verG.add(vertices.get(i))

sw=verifEsGrupo(verG, adya);

SINO

SI (verticesSobrantes(verG) == 1 && verticeSobra(vertices.get(i)) && adya.contains(vertices.get(i))){

verG.add(vertices.get(i));

sw=verifEsGrupo(verG, adya);

FIN SI

I++

FIN MQ

Grupo g= new Grupo()

SI (sw == true) {

g.setVertices(verG)

grupos.add(g)

sw2=verifFin(verG);

SINO

SI (verticesSobrantes(verG) == 0)

sw2=true

FIN SI

FIN SI

FIN MQ

FIN

1. Diseñe un programa en Java con la implementación de la solución.
2. Escriba la documentación del programa de java añadiendo comentarios y marcándolos en azul para mayor comprensión.

Los datos de entrada deben ser:

* Para los vértices, se deben digitar cada vértice o nodo del grafo separados entre espacios; ejemplo a b c d e
* Para las aristas, se deben digitar las aristas separadas entre esapcios; ejemplo ab cd ea

//CLASE VENTANA (Es un jFrame)

//VARIABLES GLOBALES

ArrayList<Grupo> grupos =new ArrayList(); //Arraylist de tipo grupo que guarda todos los grupos encontrados.

ArrayList<String> vertices = new ArrayList(); //ArrayList de todos los vértices del grafo

ArrayList<String> aristas= new ArrayList(); //ArrayList de todas las aristas del Grafo.

//Subrutina que encuentra el numero domatico y los conjuntos dominantes del grafo

public void domaticNumber(){

boolean sw=false; //Swiche que controla si los vértices seleccionados hasta el momento es o no un grupo

boolean sw2=false; //Swiche que controla si ya se han encontrado o no todos los grupos

int i=0;

ArrayList<String> adya= new ArrayList(); //ArrayList que guarda los vértices adyacentes al vertice evaluado actualmente

while(!sw2){ //MQ no se hayan encontrado todos los grupos dominantes posibles

i=0;

sw=false;

ArrayList<String> verG= new ArrayList(); //Lista con los verices dominantes del grupo que se esta armando o creando

adya.clear(); //se limpia la lista de vertices adyacentes

while(sw==false && i<vertices.size()){ //MQ que los vértices agrupado actualemente no sean un grupo o no se hayan verficado todos los vertices

if(!adya.contains(vertices.get(i)) && !verG.contains(vertices.get(i)) && !verifEstaEnGrupo(vertices.get(i))){ // verigica que el vertice a tomar no haya sido seleciionado antes

for (int j = 0; j < aristas.size(); j++) {

if(aristas.get(j).substring(0,1).equals(vertices.get(i))){ //si el primer vertice de la arista es igual al vertice actaul

adya.add(aristas.get(j).substring(1,2)); //Agrega a la lista de vertices adyacentes el vertice dos de la arista actual

}else

if(aristas.get(j).substring(1,2).equals(vertices.get(i))){ //Si el seundo vertice de la arista es igual al vertice actual

adya.add(aristas.get(j).substring(0,1)); //Agrega a la lista de vertices adyacentes el vertice uno de la arista

}

}

verG.add(vertices.get(i)); //Se añade el vertice actual que no ha sido escogido antes y hacen parte del conjunto dominante

sw=verifEsGrupo(verG, adya); //Se verifica que los vertices seleccionados hasta el momento conforman o no un grupo dominante del grafo

}

else

if (verticesSobrantes(verG) == 1 && verticeSobra(vertices.get(i)) && adya.contains(vertices.get(i))){ //Vertice que fue seleccionado antes pero es el ultimo sobrante

verG.add(vertices.get(i)); //Se agrega al conjunto de vertices que no han sido escogidos antes y hacen parte del conjunto dominante

sw=verifEsGrupo(verG, adya); //Se verifica que los vertices seleccionados formen o no un grupo dominante

}

i++;//Aumento de i la variable que controla el vertice a evaluar.

}

Grupo g= new Grupo(); //Se crea una instancia de Grupo

if (sw == true) {

g.setVertices(verG); //Al parametro de vertices que conforman el grupo de la instancia g se le asigna el grupo creado actualmente

grupos.add(g); //Se guarda en la lista global de los grupos encontrados hasta ahora

sw2=verifFin(verG); //Se verifica si se han encontrado todos los posibles grupos dminantes del grafo

}

else

{

if (verticesSobrantes(verG) == 0) { //Si no es un grupo dominante y ya no hay mas vértices por seguir verificando

sw2=true; //Se finaliza la búsqueda de grupos dominantes

}

}

}

}

boolean verticeSobra(String vertice){ //Función booleana que determina si el vertice no ha sido tenido en cuenta aun en los grupos dominantes anteriores

for (int i = 0; i < grupos.size(); i++) {

for (int j = 0; j < grupos.get(i).getVertices().size(); j++) {

if (grupos.get(i).getVertices().get(j).contains(vertice)) {

return false;

}

}

}

return true;

}

int verticesSobrantes(ArrayList<String> vertG){//Funcion que devuelve la cantidad de evrtices que aun no se han tenido en cuenta a la hora de formar los grupos y los ya formados

int cont=0;

boolean sw=false;

int j;

for (int i = 0; i < vertices.size(); i++) {

j=0;

sw=false;

if (vertG.contains(vertices.get(i))) {

cont++;

sw=true;

}

while(j < grupos.size() && sw == false) {

if (grupos.get(j).getVertices().contains(vertices.get(i))) {

cont++;

sw=true;

}

/\*if (vertG.contains(vertices.get(i)) && sw2==false) {

cont++;

sw=true;

}\*/

j++;

}

}

return vertices.size()-cont;//Devuelve la resta entre el total de vértices del gafo menos el numero de vértices usados hasta el mmento

}

boolean verifFin(ArrayList<String> vertG){ //Verificar si ya Econtro todos los posibles grupos

int cont=0;

int j=0;

boolean sw=true;

for (int i = 0; i < vertices.size(); i++) {

sw=false;

j=0;

if (vertG.contains(vertices.get(i))) {

cont++;

sw=true;

}

while (j < grupos.size() && sw==false){

if (grupos.get(j).getVertices().contains(vertices.get(i))) {

cont++;

sw=true;

}

j++;

}

}

if (cont == vertices.size()) {

return true;

}

return false;

}

boolean verifEstaEnGrupo(String vertice){//Verifica si el vertice está en algun grupo creado con anterioridad

//boolean sw=false;

for (int j = 0; j < grupos.size(); j++) {

if (grupos.get(j).getVertices().contains(vertice)) {

return true;

}

}

return false;

}

boolean verifEsGrupo(ArrayList<String> verG,ArrayList<String> adya ){ //Verifica si los vertices escogidos actualmente forman o no un grupo

boolean sw=false;

for (int i = 0; i < vertices.size(); i++) {

if (verG.contains(vertices.get(i)) || adya.contains(vertices.get(i))) {//Para poder formar un grupo es necesario que se hallan escogido Todos los vertces que generan al

grafo. es decir que todos los vértices Deben estar en alguno de los dos grupos los los dominantes o los adyacentes, de esa forma se sabe si el conjunto forma o no un grupo

sw=true;

}

else

{

return false;

}

}

return sw;

}

void mostrar(){ //ubrutina para mostrar los resultados obtenidos

DefaultListModel lista= new DefaultListModel();

lista.addElement("El numero Domatico del grafo es: "+grupos.size());

for (int i = 0; i < grupos.size(); i++) {

lista.addElement("Grupo V"+(i+1));

for (int j = 0; j < grupos.get(i).getVertices().size(); j++) {

lista.addElement(grupos.get(i).getVertices().get(j));

}

}

jList1.setModel(lista);

}

//CLASE GRUPO

public class Grupo {

ArrayList<String> vertices = new ArrayList(); //Para guardar los Vertices dominantes

public ArrayList<String> getVertices() {

return vertices;

}

public void setVertices(ArrayList<String> vertices) {

this.vertices=vertices;

}

}

Referencias

* V. KULLI and D. PATWARI, “TOTAL EFFICIENT DOMINATION IN GRAPHS ,” *International Research Journal of Pure Algebra*, vol. 6, no. 1, 2016.
* S. Sheikholeslamia and L. Volkmannb, “The signed Roman domatic number of a digraph,” *Electronic journal of graph theory and applications*, vol. 3, no. 1, pp. 85–93, Mar. 2015.
* H. Aram, S. Sheikholeslami, and L. Volkmann, “On the total k-domination an total k-domatic number of graphs,” Oct. 2010.
* G. J. Chang, “The domtic number problem,” *Discrete Mathematics*, vol. 125, pp. 115–122, Mar. 1992.
* P. Dankelmann and N. Calkin, “The domatic number of regular graphs,” *South African national research foundation*, Sep. 2008.

Diseñe una expresión matemática representativa del numero medio de sondajes en la búsqueda binaria (valor esperado).